**ORACLE/PLSQL: JOINS**

This Oracle tutorial explains how to use **JOINS** (inner and outer) in Oracle with syntax, visual illustrations, and examples.

**DESCRIPTION**

Oracle JOINS are used to retrieve data from multiple tables. An Oracle JOIN is performed whenever two or more tables are joined in a SQL statement.

There are 4 different types of Oracle joins:

* Oracle INNER JOIN (or sometimes called simple join)
* Oracle LEFT OUTER JOIN (or sometimes called LEFT JOIN)
* Oracle RIGHT OUTER JOIN (or sometimes called RIGHT JOIN)
* Oracle FULL OUTER JOIN (or sometimes called FULL JOIN)

So let's discuss Oracle JOIN syntax, look at visual illustrations of Oracle JOINS, and explore Oracle JOIN examples.

**INNER JOIN (SIMPLE JOIN)**

Chances are, you've already written a statement that uses an Oracle INNER JOIN. It is the most common type of join. Oracle INNER JOINS return all rows from multiple tables where the join condition is met.

Syntax

The syntax for the INNER JOIN in Oracle/PLSQL is:

SELECT columns

FROM table1

INNER JOIN table2

ON table1.column = table2.column;

Visual Illustration

In this visual diagram, the Oracle INNER JOIN returns the shaded area:
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The Oracle INNER JOIN would return the records where *table1* and *table2* intersect.

Example

Here is an example of an Oracle INNER JOIN:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

INNER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

This Oracle INNER JOIN example would return all rows from the suppliers and orders tables where there is a matching supplier\_id value in both the suppliers and orders tables.

Let's look at some data to explain how the INNER JOINS work:

We have a table called *suppliers* with two fields (supplier\_id and supplier\_name). It contains the following data:

|  |  |
| --- | --- |
| supplier\_id | supplier\_name |
| 10000 | IBM |
| 10001 | Hewlett Packard |
| 10002 | Microsoft |
| 10003 | NVIDIA |

We have another table called *orders* with three fields (order\_id, supplier\_id, and order\_date). It contains the following data:

|  |  |  |
| --- | --- | --- |
| order\_id | supplier\_id | order\_date |
| 500125 | 10000 | 2003/05/12 |
| 500126 | 10001 | 2003/05/13 |
| 500127 | 10004 | 2003/05/14 |

If we run the Oracle SELECT statement (that contains an INNER JOIN) below:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

INNER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

Our result set would look like this:

|  |  |  |
| --- | --- | --- |
| supplier\_id | name | order\_date |
| 10000 | IBM | 2003/05/12 |
| 10001 | Hewlett Packard | 2003/05/13 |

The rows for *Microsoft* and *NVIDIA* from the supplier table would be omitted, since the supplier\_id's 10002 and 10003 do not exist in both tables. The row for 500127 (order\_id) from the orders table would be omitted, since the supplier\_id 10004 does not exist in the suppliers table.

Old Syntax

As a final note, it is worth mentioning that the Oracle INNER JOIN example above could be rewritten using the older implicit syntax as follows (but we still recommend using the INNER JOIN keyword syntax):

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers, orders

WHERE suppliers.supplier\_id = orders.supplier\_id;

**LEFT OUTER JOIN**

Another type of join is called an Oracle LEFT OUTER JOIN. This type of join returns all rows from the LEFT-hand table specified in the ON condition and **only** those rows from the other table where the joined fields are equal (join condition is met).

Syntax

The syntax for the Oracle **LEFT OUTER JOIN** is:

SELECT columns

FROM table1

LEFT [OUTER] JOIN table2

ON table1.column = table2.column;

In some databases, the LEFT OUTER JOIN keywords are replaced with LEFT JOIN.

Visual Illustration

In this visual diagram, the Oracle LEFT OUTER JOIN returns the shaded area:
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The Oracle LEFT OUTER JOIN would return the all records from *table1* and only those records from *table2* that intersect with *table1*.

Example

Here is an example of an Oracle LEFT OUTER JOIN:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

LEFT OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

This LEFT OUTER JOIN example would return all rows from the suppliers table and only those rows from the orders table where the joined fields are equal.

If a supplier\_id value in the suppliers table does not exist in the orders table, all fields in the orders table will display as <null*>* in the result set.

Let's look at some data to explain how LEFT OUTER JOINS work:

We have a table called *suppliers* with two fields (supplier\_id and supplier\_name). It contains the following data:

|  |  |
| --- | --- |
| supplier\_id | supplier\_name |
| 10000 | IBM |
| 10001 | Hewlett Packard |
| 10002 | Microsoft |
| 10003 | NVIDIA |

We have a second table called *orders* with three fields (order\_id, supplier\_id, and order\_date). It contains the following data:

|  |  |  |
| --- | --- | --- |
| order\_id | supplier\_id | order\_date |
| 500125 | 10000 | 2003/05/12 |
| 500126 | 10001 | 2003/05/13 |

If we run the SELECT statement (that contains a LEFT OUTER JOIN) below:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

LEFT OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

Our result set would look like this:

|  |  |  |
| --- | --- | --- |
| supplier\_id | supplier\_name | order\_date |
| 10000 | IBM | 2003/05/12 |
| 10001 | Hewlett Packard | 2003/05/13 |
| 10002 | Microsoft | <null> |
| 10003 | NVIDIA | <null> |

The rows for *Microsoft* and *NVIDIA* would be included because a LEFT OUTER JOIN was used. However, you will notice that the order\_date field for those records contains a <null> value.

Old Syntax

As a final note, it is worth mentioning that the LEFT OUTER JOIN example above could be rewritten using the older implicit syntax that utilizes the outer join operator (+) as follows (but we still recommend using the LEFT OUTER JOIN keyword syntax):

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers, orders

WHERE suppliers.supplier\_id = orders.supplier\_id(+);

**RIGHT OUTER JOIN**

Another type of join is called an Oracle RIGHT OUTER JOIN. This type of join returns all rows from the RIGHT-hand table specified in the ON condition and **only** those rows from the other table where the joined fields are equal (join condition is met).

Syntax

The syntax for the Oracle **RIGHT OUTER JOIN** is:

SELECT columns

FROM table1

RIGHT [OUTER] JOIN table2

ON table1.column = table2.column;

In some databases, the RIGHT OUTER JOIN keywords are replaced with RIGHT JOIN.

Visual Illustration

In this visual diagram, the Oracle RIGHT OUTER JOIN returns the shaded area:
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The Oracle RIGHT OUTER JOIN would return the all records from *table2* and only those records from *table1* that intersect with *table2*.

Example

Here is an example of an Oracle RIGHT OUTER JOIN:

SELECT orders.order\_id, orders.order\_date, suppliers.supplier\_name

FROM suppliers

RIGHT OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

This RIGHT OUTER JOIN example would return all rows from the orders table and only those rows from the suppliers table where the joined fields are equal.

If a supplier\_id value in the orders table does not exist in the suppliers table, all fields in the suppliers table will display as <null*>* in the result set.

Let's look at some data to explain how RIGHT OUTER JOINS work:

We have a table called *suppliers* with two fields (supplier\_id and supplier\_name). It contains the following data:

|  |  |
| --- | --- |
| supplier\_id | supplier\_name |
| 10000 | Apple |
| 10001 | Google |

We have a second table called *orders* with three fields (order\_id, supplier\_id, and order\_date). It contains the following data:

|  |  |  |
| --- | --- | --- |
| order\_id | supplier\_id | order\_date |
| 500125 | 10000 | 2013/08/12 |
| 500126 | 10001 | 2013/08/13 |
| 500127 | 10002 | 2013/08/14 |

If we run the SELECT statement (that contains a RIGHT OUTER JOIN) below:

SELECT orders.order\_id, orders.order\_date, suppliers.supplier\_name

FROM suppliers

RIGHT OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

Our result set would look like this:

|  |  |  |
| --- | --- | --- |
| order\_id | order\_date | supplier\_name |
| 500125 | 2013/08/12 | Apple |
| 500126 | 2013/08/13 | Google |
| 500127 | 2013/08/14 | <null> |

The row for *500127* (order\_id) would be included because a RIGHT OUTER JOIN was used. However, you will notice that the supplier\_name field for that record contains a <null> value.

Old Syntax

As a final note, it is worth mentioning that the RIGHT OUTER JOIN example above could be rewritten using the older implicit syntax that utilizes the outer join operator (+) as follows (but we still recommend using the RIGHT OUTER JOIN keyword syntax):

SELECT orders.order\_id, orders.order\_date, suppliers.supplier\_name

FROM suppliers, orders

WHERE suppliers.supplier\_id(+) = orders.supplier\_id;

**FULL OUTER JOIN**

Another type of join is called an Oracle FULL OUTER JOIN. This type of join returns all rows from the LEFT-hand table and RIGHT-hand table with nulls in place where the join condition is not met.

Syntax

The syntax for the Oracle **FULL OUTER JOIN** is:

SELECT columns

FROM table1

FULL [OUTER] JOIN table2

ON table1.column = table2.column;

In some databases, the FULL OUTER JOIN keywords are replaced with FULL JOIN.

Visual Illustration

In this visual diagram, the Oracle FULL OUTER JOIN returns the shaded area:

![Oracle](data:image/gif;base64,R0lGODlh+gCWAOYAAAAAAMzMzHFxcUJCQh8nM1tylg8TGXR0dE1hf6KiojRBVvX19WFhYQUHCUBRa2iDq3GSuhwjLSo1RePj43GOuo6Ojrm5uUBQaS0tLRwcHFRqigkMEGJ8ogQEBFlZWdvb2zlIXSMsOUZYc4aGhk1NTWyGsDk5ORUbIx0kMC88Tqqqquvr65aWlmlpaRMYH8LCwmB5nggKDXGGoxAQEFhvkigoKHx8fNfX11BkgxgfKCcxQT1NZVFRUVZtjiQkJG6LtgwPFDMzMyw4SRQUFK6urkpdeRgYGAcJDElJSZ6enl12mkRVcCAgIO/v72qFrsfHxzZEWVFmhmRufmaBqDpJYOfn59/f39LS0r6+vjI/UgwMDGZmZggICF1dXSQtPA4RFxAUG5KSknORvgwMEAQFB4qKiqWlpW2KshogKz09PWR9pbGxsTxLYkhUZjMzM22OtiAkMWF6oVRUVIKCgllwkpmZmW1tbSAoNUhadhQUHEVFRRccJVJoiXh4eFBhezVFVSH5BAAHAP8ALAAAAAD6AJYAAAf/gAuCg4SFhoeIiYqLjI2Oj5CRkpOUlZaXmJmam5ydnp+goaKjpKWmp6ipqqusra6vsLGys7S1tre4ubq7vL2+v8DBwsPExcbHyMnKy8zNzs/Q0dLT1NXW19jZvFcVXSY+Q1pcXB0A5h0dWkMZNQMMYVfHASxbehgZM+To5gDoWjMZTDBgEU9bqRtlSPjgwq+hw4cOuRhJM+JGrysjkGRgCLFjRyMkKnwwyGmFBQZMyDUEksMLFDxRlEwpIUbMmQcwNBS5kCWEixjlGs4goWJFrQkJ5Bgh43CDCwIpdiCQOeVMzTNTchah4uVEA4cdMjDAQrJSEyweMqBDB4QAFSU//2rKnUu3rs0CO1AcaagFSdFXVuqk0bK2Q1sQNCjYXWy3gIIIMRoO8UC2rKMJI2oUdqFAiWLGoEE7cbCHqTkjWwqiavLCw5C1DdBc4PA5tG26SrK4WMslSJgJlhNZsaPl3IkdU24rB31mCRoy0Gd4CGBqRQUMazeEQGB1uXe6Dy6cWGukj5XghK4w4NhAQoHv8BdPgWLgHAnqoipkOOfiwoP4AMpFQQ9e7AWAFnacZ9kNLcxgTgMgdBfghDWVsMQX57SgYCdm7AcAGSHQQeGIYkyhgIFa9GGUNiuwoJlhbMRF4oxFbGBOBnVw8kIaQemgxIwzngHCVwD4kEAT2FwxAP9bIDgB5JM/UBEZAAOoVskEW6x1x3tPAlkCFF91IIdF1YThIAAh/Nhll2roYI4WSVhCRHEAnKDBmmsqQYA/OUpzBRLobLAEnoQiYCMXdlQhyQQt0OkAoYQWESYJVjJDhIc6/Acpnk6gYM4AZDqiJDoRwLApoU7cYQ4GlTETRnEbFHEqpCWkAJ0PlSZiAVNHQEHTrHj+4AAQ/bCwTBUtQAeGmsBG+hUTFizSRBkOdoBDs5vSQawWcyCJDAnohKAptoRGYaMRRCTShB3o7JEcubSqCoAcwBVzgwnmZCEjvITSUF8H6RqyQpYdiMvvpg/ogA4SKwrzwQDmgHDwqWoQm0H/tIRU4YE5Ekw8KxXopDFSMBNgAEAMS9TmMZ4wnHDgE4S0gI4QEq4cLMgd6BGMFUiYM6jNmyrxVQ34jcCQEEDPugQ6PDTMixzoOKBy0mvSYGMaC9SBjg6/Ug0pCOh44K0uTRyAzg5en4oHOl0YAcAeNae95g9QmDMCLyygI8HUcj9JQQrpAODCu31D6sWBxuayhoMoxF34kwg00EAHDXD5OJ5TRPAyLivsd4KTl68Jw1dStAHAF46HTuIUxGIwMi0rkABA5ap3eYbLKdSkqg61r9nDXl3YUgE6P/c+IxQdgCHjAxt0EIXxT1Ixuwq0XOH2HXxDHx8MR3QgolwIAAAE/+jaU3iG5kNsCMvGQBBefoBoAKBAXW7y/j6FHEDXgixrEHbB/RMSQQe+sC+5OCEGZLgTAAO0gwNhzBVNYAIAUNC1BXrnDBhCwGKW8LYCWnA5P8gBAIIAixGYw3IfXA4bOoAG0IwHDymEDw3QkThWWGEIALBfDJXjBAz1ADR8AAAYUrdDxrhJC64QQAc2MK4ihmYHHUCBbVDQgeI5MTROQIcNWHEDHM7viqE5AxgA8MPQ0EB8HgSjXYQAgCEoShU2WKL71FiXInTgBMrxlBXpWJcHfOVuqViBDwCQOz4uRoQiUE4Qv5A9Q4rBTTVwWimS8KE4OLIuo2tAGhmzGw1ekv8uBZgc9VARBAAQ4JN0yQIAkLYcDp4SlXPRnM5OEQCGPA+WNSFWGZVzBsnN8ZNFONDrSCEANOJSDAUgwwbgI4EOoO2YZ2geIEsxSFbiUgEdsOZyNFCnRhpSAgDAgCmugA4UolKE14IPEBpgqmP24EC5+sQBTuZNOh6wA5u0DeDYcEwx/MBG0xSFyXQISz6QoYXxwUEU+ymGEADABKRYAToUiMssdOCL8PmBMiuIShwciBQqmB1D4+fJ+KCADOnE5Q/Q8YJRMKBO/fwBsdQQILAV8pgYEsAoarDKfnLgCEeYEDcjwFCHijMUTXBQSmGJg9hM6AzGPKYIPhqKD6CDfLD/BJs24wOGI7QTl1Mwxxs/oYIOxIChQugAPyfkhQbIqp/oaJUnzOYCeOGBCjS1y13zuhwq7FI5IejAWwOETYnhaa+LQextlOAAKrxlRjaaQyjAdYcRqcELVMgjGRfjqb/aBpyZ9Y4IPQsfAXZMOZcN7RQ3a5fO3gacDWnciEQoh1CYLAsjkp5qQ+Pa1rL2NqoEwG5vM0ZLCtWUfRWuZklbk96CJrgSwIEE9nLaCbmJhKDYz6MopNvlcva3oFGCy8wxXNsQi6PwiQNMldPd2ziXLu9dzF62KwY8mIOIywEBADIQChyWFEB48BQK8HqVxqJAAgRuLgBw4IADO0BCzsWD/xdQ4AUYzsUcJzhceUMTmRFB9QvKCfAEE3wGAyOYr55isIMh/FsJU9jCYlCCOfgqBnMw1zv2nUEoikMDCnmKHz8Ur0OOUEZPGQjD3XHt7RxyAgkdgQpnaC8PY9AAEolPs0CO8Xj5QWQFH7lOSd7skhvS5MV4FAAjCiIXQsEQ405IyodDQQ/OgAOXeUHBAJCAGvCAodO6FpxHcIAaHIChO9NFyreJQwzOOqJFJ1e1cZ5znQFg6B/rmc95VvAPAS1oQlP6u1KkUAEAsGZQMKSJAJKyp/hq31B7SrVqmLEYOgtVAMBYxgCgsRgQbRslHMEAJPpCDPJZF1XnWi6tVjCsZf9Na3PcWtZ0AbSut/ehUKCD2I+uyxl6IOEJKphZs95sZ99Jxh6Y+3cLPrRyl+NrYI/IADHAKmh4bRNux/nbc3HtuG18bnQvVQywhfFTzWHtDpBIymfIwpe9He5oA+BRnXWAR4ZL7/D+mkTwRjVjEK5wh7gazXMBJ8TJKPGOqPYMh7M1kAgOCnTUk73rFsN4B4yHZDc83w8PN7dP59ieO9azFWdMuzEeA/QuRsozp0LNGe4p+Oa8s/b9gs97XsYlHwHcFCoByz8BHXnHp73vvDqymQ5eH+o87HRxAA7iFvTFDH1Ewn65XMAOALHXxObvNfu+gzoXtVtlySfAOoVgQGr/Nh+bu+uOulwAr+AT5FXifHftXlR7Zqy33S7cAwKJHA3z0Cr+Ki7DY7gdXxPIa1oMk5dL5QEO5i7RofCgKI454wN5FPyo0HfFkDnwDIAs6H67ri251Kf7aXVvmDFT4DyFrqyc2t+e0rnnB+99bw7gb1b4VCD+nXH9BRR4//uC/04QkQgKHP47PmPOrH358YUeYOhangpu9eXSWwd8WQKOu3xdftBh851uOelXXw3Rfu8XbvKXc6cnBvbXEPi3ax5xY8sxVTqWXQCwRwGiBHNWE2pgbuGngeaGX/VmbtM2IeeFP4LzHRjYHRvYAx0oBisIgtsmgsCiX0xgW73HUGPE/wEU8k6vdExugjWgwAMdUFn9tAcA8D0BsjbVhUu0FQp0xVAEAAD/FR9gAwUMBVChkABLxFDN9D9sRQaDhUssVVXoYHSOhE03BSBg0ABuBkvqRQaS1AlK1U8iQAY9GB8/ID5yB0YSNwQ7RUj9FEogFiDvhFA+OEIudUf9dAYlCCArhFG4VB86JQprQDlmaEgiRFHwQQBk0GPQhA4wIwpV4CC3hEvN9EwZ1QAxsIdXFEwTOAqltISoVIchACBRAABE1U+qAoSjYAPMh0txAFQAAjjHZ0jR1AEVUApW5T3HRAEuAACzdxsbQAZfVVDCZAoms1WflFbFyBjvVFf95CYQZf8KJrRMxxQFZJADzORM/VQCzZOMpmAF5cAH0DRTF0QGMfBLl5Rj6kMKpWSIsKQwqHgbEmdox+QySJAKZmAO1fhJBgWOygEGZBCNjqQE0LEGqrAfsnhJP4AhSBga4ZOLx3Q4kQRHJ6OPhlQ3BAUapVGKsMQBNLQKVrAfafhJUyA5GlcXHrUH2EZHbjIEcWgKfQAAGzCChuQmkLgY4xGGqASTHVBDqvABGnlMmZSTY8eT/eRQ/OUKZUA5nhiQN7gYjNiJ/aQB6GAGr1AFpaQ8wCg5OmgXClB8xzRGvOgKldgB3ahGgFOLdVEAS9SGqNRAHdBSsdACddeCavQAxDKFYrD/B3gZiOhgB7NgBRIkkrNoGBWkX2gAgmpUAppjBEHZCmXVAfSFSlGoQzPUAG+JS/qlBQFDCxsDAF9pk8TiB2JQAl8gWGUJFAxwCxPgNmAAmI6EjmQgA6qykZc0BeVgAsNEC0+AQwD5SW6CDgZwiXSkBppDBvE0C1q4Sj1ZRGoQJh0AkbAUhTPwmrnALh2AnGDUKR8yB+VAAF5HRz+QAv0QBr3QBMUEAF54lAdCPfDZATrwnTEUlwCwBWPDCzzQD1TAiu9zBvYJAFskCCPAFHvjSCXHAAnKC1agB+YwkE4UoQzgNAQjAdZpQX9jDgkpDCuQBh8CBQQKPT+ATR0gmYUw/zDogAIxWj76BQAk0I+/MAGyk2k7RAEGKgeh2QflsAeI+T5T4FAA4AHHoDHmgAJGqT0/AFv0oggjUBxAwJgA5ATj5QH1cgzq6QIUaTxqEIVR2ggqIEEIaEEaYCNHgJ/LkARuAwAgCj3+QmoCEJqGcAWDBAB3IJzGE2WRoQWjxAwv4CEE0JC1UwSRMQNxAgkT4AHUiQcOSjUcoDkPRZjOsAKYOkAOsKMrwwHyAi2T0AR14CEosJqqIyyRQQZd0JzNsAJ1MKg5MJuFswNTggShMglPYALlEAMKYJVeUwA/NgSVSg1XQAIMQQYpgJI20wPPuF9omQlJwARswQYnOjEQiv8OXCAHtjoNb2oOQKAA1MovcaADk1KulWAFAoBD4nMBm3oqD2BR5uADGGkQE9AHRhAoKXClzRIHKUAkQbAGG6oJ6kEnG8AGyNosSiABU0IG8GgZH2AHAYsOBBAF90oiCCBC5sAEFQCoDAs15dAAXqABpkoiPxAFd0AkQ9AHC1sWHzAHeSo+CmCoeZICUwIARlAGJtsJH7AFM7AWBtAZH5tevrcWPjAHZYoehaACQbAPAyQEHzkjP9ADQpCba2EC/aoKExAGQaAPhlFh3woffCABBrAWWmACSTBWUosIL9AFasEPG5ADWcAHabsYD1AEQnACP9sBPnAA8JoKV2AHC1H0GAbgBQ4AA0trE3yQAidgGv3gAwKAH3PrCE/QAi9SGDFwAiGQAg6AAD1QAFPwAz/gBGpQADiwBCAgASjwE4WRDjXQB1dQs6/wARWQBmfCD0vkAncQFUVAAzBAEzcBAz2wE1lAAF9AJA1RA3YQips7CUjhATVwtPvgERCxFkMQBFugAlGrC08gACawFNybvqTmAx6QAHJbvZfQBFeQAAJAAkHABEMwA+IgrlygDhngA2ngATagAkAaDCvwAmHQAkhwD/prtv6wDjWABAIgvvBbwRZ8wRicwRq8wRzcwR78wSAcwiI8wiRcwiZ8wiicwiq8wiUcCAA7)

The Oracle FULL OUTER JOIN would return the all records from both *table1* and *table2*.

Example

Here is an example of an Oracle FULL OUTER JOIN:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

FULL OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

This FULL OUTER JOIN example would return all rows from the suppliers table and all rows from the orders table and whenever the join condition is not met, <nulls> would be extended to those fields in the result set.

If a supplier\_id value in the suppliers table does not exist in the orders table, all fields in the orders table will display as <null*>* in the result set. If a supplier\_id value in the orders table does not exist in the suppliers table, all fields in the suppliers table will display as <null> in the result set.

Let's look at some data to explain how FULL OUTER JOINS work:

We have a table called *suppliers* with two fields (supplier\_id and supplier\_name). It contains the following data:

|  |  |
| --- | --- |
| supplier\_id | supplier\_name |
| 10000 | IBM |
| 10001 | Hewlett Packard |
| 10002 | Microsoft |
| 10003 | NVIDIA |

We have a second table called *orders* with three fields (order\_id, supplier\_id, and order\_date). It contains the following data:

|  |  |  |
| --- | --- | --- |
| order\_id | supplier\_id | order\_date |
| 500125 | 10000 | 2013/08/12 |
| 500126 | 10001 | 2013/08/13 |
| 500127 | 10004 | 2013/08/14 |

If we run the SELECT statement (that contains a FULL OUTER JOIN) below:

SELECT suppliers.supplier\_id, suppliers.supplier\_name, orders.order\_date

FROM suppliers

FULL OUTER JOIN orders

ON suppliers.supplier\_id = orders.supplier\_id;

Our result set would look like this:

|  |  |  |
| --- | --- | --- |
| supplier\_id | supplier\_name | order\_date |
| 10000 | IBM | 2013/08/12 |
| 10001 | Hewlett Packard | 2013/08/13 |
| 10002 | Microsoft | <null> |
| 10003 | NVIDIA | <null> |
| <null> | <null> | 2013/08/14 |

The rows for *Microsoft* and *NVIDIA* would be included because a FULL OUTER JOIN was used. However, you will notice that the order\_date field for those records contains a <null> value.

The row for supplier\_id 10004 would be also included because a FULL OUTER JOIN was used. However, you will notice that the supplier\_id and supplier\_name field for those records contain a <null> value.

**Joins**

**EQUI JOIN**

A join which contains an equal to ‘=’ operator in the joins condition.

**NON-EQUI JOIN**

 A join which contains an operator other than equal to ‘=’ in the joins condition.

**SELF JOIN**

Joining the table itself is called self join.

**NATURAL JOIN**

Natural join compares all the common columns

### JOINS IN ORACLE-different joins in oracle with example

1. The purpose of a join is to combine the data across tables.

2. A join is actually performed by the where clause which combines the specified rows of tables.

3. If a join involves in more than two tables then [Oracle](http://dwhlaureate.blogspot.in/2014/05/oracle-database-12c-new-feature-fetch.html) joins first two tables based on the joins condition and then compares the result with the next table and so on.

Assume that we have the following tables.

SQL> select \* from dept;

|  |  |  |
| --- | --- | --- |
| **DEPTNO** | **DNAME** | **LOC** |
| 10 | INVENTORY | HYBD |
| 20 | FINANCE | BGLR |
| 30 | HR | MUMBAI |

SQL> select \* from emp;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **MGR** | **DEPTNO** |
| 111 | saketh | analyst | 444 | 10 |
| 222 | sudha | clerk | 333 | 20 |
| 333 | jagan | manager | 111 | 10 |
| 444 | madhu | engineer | 222 | 40 |

**1.**      **EQUI JOIN**

A join which contains an equal to ‘=’ operator in the joins condition.

*Ex:*

*SQL>*select empno,ename,job,dname,loc from emp e,dept d where e.deptno=d.deptno;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |

Using clause

SQL> select empno,ename,job ,dname,loc from emp e join dept d using(deptno);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |

On clause

SQL> select empno,ename,job,dname,loc from emp e join dept d on(e.deptno=d.deptno);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |

**2.**      **NON-EQUI JOIN**

 A join which contains an operator other than equal to ‘=’ in the joins condition.

 Ex:

SQL> select empno,ename,job,dname,loc from emp e,dept d where e.deptno > d.deptno;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 222 | sudha | clerk | INVENTORY | HYBD |
| 444 | madhu | engineer | INVENTORY | HYBD |
| 444 | madhu | engineer | FINANCE | BGLR |
| 444 | madhu | engineer | HR | MUMBAI |

**3.**      **SELF JOIN**

Joining the table itself is called self join.

Ex:

SQL> select e1.empno,e2.ename,e1.job,e2.deptno from emp e1,emp e2 where e1.empno=e2.mgr;

|  |  |  |  |
| --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DEPTNO** |
| 111 | jagan | analyst | 10 |
| 222 | madhu | clerk | 40 |
| 333 | sudha | manager | 20 |
| 444 | saketh | engineer | 10 |

**4.**      **NATURAL JOIN**

Natural join compares all the common columns.

Ex:

SQL> select empno,ename,job,dname,loc from emp natural join dept;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |

**5.**      **CROSS JOIN**

This will gives the cross product.

Ex:

SQL> select empno,ename,job,dname,loc from emp cross join dept;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 222 | sudha | clerk | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 444 | madhu | engineer | INVENTORY | HYBD |
| 111 | saketh | analyst | FINANCE | BGLR |
| 222 | sudha | clerk | FINANCE | BGLR |
| 333 | jagan | manager | FINANCE | BGLR |
| 444 | madhu | engineer | FINANCE | BGLR |
| 111 | saketh | analyst | HR | MUMBAI |
| 222 | sudha | clerk | HR | MUMBAI |
| 333 | jagan | manager | HR | MUMBAI |
| 444 | madhu | engineer | HR | MUMBAI |

**6.**      **OUTER JOIN**

Outer join gives the non-matching records along with matching records.

**LEFT OUTER JOIN**

This will display the all matching records and the records which are in left hand side table those that are not in right hand side table.

Ex:

SQL> select empno,ename,job,dname,loc from emp e left outer join dept d

on(e.deptno=d.deptno);

Or

SQL> select empno,ename,job,dname,loc from emp e,dept d where

e.deptno=d.deptno(+);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |
| 444 | madhu | engineer |  |  |

**RIGHT OUTER JOIN**

This will display the all matching records and the records which are in right hand side table those that are not in left hand side table.

Ex:

SQL> select empno,ename,job,dname,loc from emp e right outer join dept d

on(e.deptno=d.deptno);

Or

SQL> select empno,ename,job,dname,loc from emp e,dept d where e.deptno(+) =

d.deptno;

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |
|  |  |  | HR | MUMBAI |

**FULL OUTER JOIN**

This will display the all matching records and the non-matching records from both tables.

Ex:

SQL> select empno,ename,job,dname,loc from emp e full outer join dept d

on(e.deptno=d.deptno);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 333 | jagan | manager | INVENTORY | HYBD |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 222 | sudha | clerk | FINANCE | BGLR |
| 444 | madhu | engineer |  |  |
|  |  |  | HR | MUMBAI |

**7.**      **INNER JOIN**

This will display all the records that have matched.

Ex:

SQL> select empno,ename,job,dname,loc from emp inner join dept using(deptno);

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| **EMPNO** | **ENAME** | **JOB** | **DNAME** | **LOC** |
| 111 | saketh | analyst | INVENTORY | HYBD |
| 333 | jagan | manager | INVENTORY | HYBD |
| 222 | sudha | clerkx` | FINANCE | BGLR |

<http://dwhlaureate.blogspot.in/2012/08/joins-in-oracle.html>

<http://www.techonthenet.com/oracle/joins.php>

**Subquery Vs Joins**

**What Makes A Subquery**

* A subquery is a "SELECT" statement within the "WHERE" or "HAVING" clause of an outer "INSERT," "UPDATE," "MERGE" or "DELETE" statement. The subquery also is called the "inner query" or "inner select." The subquery may have a "FROM" clause with one or more tables and may optionally have a "WHERE," "GROUP BY" or "HAVING" clause. It is always enclosed in parenthesis.

**Advantages and Disadvantages of Subqueries**

* Subqueries are advantageous because they structure the query to isolate each part of the statement, perform the same operation that would ordinarily require complex joins and unions and are easier to read. Subqueries even were the basis for the name "Structured Query Language" (SQL) because of their easily readable structure. A disadvantage is that you cannot modify a table and select from the same table within a subquery in the same SQL statement. Subqueries also can take longer to execute than a join because of how the database optimizer processes them.

**What Makes A Join**

* Most subqueries can be rewritten as joins, and most joins can be rewritten as subqueries. A join defines two or more tables by a related column. Tables usually are joined on primary and foreign keys. For example, an employee table might have a primary key of an employee id column, while a timesheet table also has an employee id column that is a foreign key to the employee table. The SQL join can be written as "WHERE employee.empid = timesheet.empid" or "FROM employee JOIN timesheet ON (employee.empid = timesheet.empid)."

**Advantages and Disadvantages of Joins**

* The main advantage of a join is that it executes faster. The performance increase might not be noticeable by the end user. However, because the columns are specifically named and indexed and optimized by the database engine, the retrieval time almost always will be faster than that of a subquery. There are also inner and outer joins, left and right joins, full joins and cross joins. A disadvantage of using joins is that they are not as easy to read as subqueries. Another disadvantage is that it can be confusing as to which join is the appropriate type of join to use to yield the correct desired result set.

<http://www.ehow.com/info_8700587_advantages-disadvantages-join-subquery.html>

*In JOINs RDBMS can create an execution plan that is better for your query and can predict what data should be loaded to be processed and save time, unlike the sub-query where it will run all the queries and load all their data to do the processing.*

*The good thing in sub-queries is that they are more readable than JOINs: that’s why most new SQL people prefer them; it is the easy way; but when it comes to performance, JOINS are better in most cases even though they are not hard to read too.*

*Sub-queries are the logically correct way to solve problems of the form, “Get facts from A, conditional on facts from B”. In such instances, it makes more logical sense to stick B in a sub-query than to do a join. It is also safer, in a practical sense, since you don’t have to be cautious about getting duplicated facts from A due to multiple matches against B.*

*Practically speaking, however, the answer usually comes down to performance. Some optimisers suck lemons when given a join vs a sub-query, and some suck lemons the other way, and this is optimiser-specific, DBMS-version-specific and query-specific.*

*Historically, explicit joins usually win, hence the established wisdom that joins are better, but optimisers are getting better all the time, and so I prefer to write queries first in a logically coherent way, and then restructure if performance constraints warrant this.*

<http://www.chrislondon.co/joins-vs-subqueries/>